# 426. Maximum profit by buying and selling a share at most twice [ IMP ]

In daily share trading, a buyer buys shares in the morning and sells them on the same day. If the trader is allowed to make at most 2 transactions in a day, whereas the second transaction can only start after the first one is complete (Buy->sell->Buy->sell). The stock prices throughout the day  are represented in the form of an array **price**.

Given an array **price** of size **N**, find out the **maximum** profit that a share trader could have made.

**Example 1:**

**Input:**

6

10 22 5 75 65 80

**Output:**

87

**Explanation:**

Trader earns 87 as sum of 12, 75

Buy at 10, sell at 22,

Buy at 5 and sell at 80

**Example 2:**

**Input:**

7

2 30 15 10 8 25 80

**Output:**

100

**Explanation:**

Trader earns 100 as sum of 28 and 72

Buy at price 2, sell at 30,

Buy at 8 and sell at 80

**Your Task:**

Complete the function **maxProfit()** which takes an integer array **price** as the only argument and returns an integer, representing the maximum profit, if only two transactions are allowed.

**Expected Time Complexity:** O(N)

**Expected Space Complexity:** O(1)

**Constraints:**

* 1 <= N <= 105
* 1 <= price[i] <= 105

## Solution:

A **Simple Solution** is to consider every index ‘i’ and do the following

*Max profit with at most two transactions =   
MAX {max profit with one transaction and subarray price[0..i] +   
max profit with one transaction and subarray price[i+1..n-1] }   
i varies from 0 to n-1.*

Maximum possible using one transaction can be calculated using the following O(n) algorithm   
[The maximum difference between two elements such that](https://www.geeksforgeeks.org/maximum-difference-between-two-elements/)the [larger element appears after the smaller number](https://www.geeksforgeeks.org/maximum-difference-between-two-elements/)  
The time complexity of the above simple solution is O(n2).

We can do this O(n) using the following **Efficient Solution**. The idea is to store the maximum possible profit of every subarray and solve the problem in the following two phases.

**1)** Create a table profit[0..n-1] and initialize all values in it 0.  
**2)** Traverse price[] from right to left and update profit[i] such that profit[i] stores maximum profit achievable from one transaction in subarray price[i..n-1]  
**3)**Traverse price[] from left to right and update profit[i] such that profit[i] stores maximum profit such that profit[i] contains maximum achievable profit from two transactions in subarray price[0..i].  
**4)**Return profit[n-1]

To do step 2, we need to keep track of the maximum price from right to left side, and to do step 3, we need to keep track of the minimum price from left to right. Why we traverse in reverse directions? The idea is to save space, in the third step, we use the same array for both purposes, maximum with 1 transaction and maximum with 2 transactions. After iteration i, the array profit[0..i] contains the maximum profit with 2 transactions, and profit[i+1..n-1] contains profit with two transactions.

Below are the implementations of the above idea.

// C++ program to find maximum

// possible profit with at most

// two transactions

#include <bits/stdc++.h>

using namespace std;

// Returns maximum profit with

// two transactions on a given

// list of stock prices, price[0..n-1]

int maxProfit(int price[], int n)

{

// Create profit array and

// initialize it as 0

int\* profit = new int[n];

for (int i = 0; i < n; i++)

profit[i] = 0;

/\* Get the maximum profit with

only one transaction

allowed. After this loop,

profit[i] contains maximum

profit from price[i..n-1]

using at most one trans. \*/

int max\_price = price[n - 1];

for (int i = n - 2; i >= 0; i--) {

// max\_price has maximum

// of price[i..n-1]

if (price[i] > max\_price)

max\_price = price[i];

// we can get profit[i] by taking maximum of:

// a) previous maximum, i.e., profit[i+1]

// b) profit by buying at price[i] and selling at

// max\_price

profit[i]

= max(profit[i + 1], max\_price - price[i]);

}

/\* Get the maximum profit with two transactions allowed

After this loop, profit[n-1] contains the result \*/

int min\_price = price[0];

for (int i = 1; i < n; i++) {

// min\_price is minimum price in price[0..i]

if (price[i] < min\_price)

min\_price = price[i];

// Maximum profit is maximum of:

// a) previous maximum, i.e., profit[i-1]

// b) (Buy, Sell) at (min\_price, price[i]) and add

// profit of other trans. stored in profit[i]

profit[i] = max(profit[i - 1],

profit[i] + (price[i] - min\_price));

}

int result = profit[n - 1];

delete[] profit; // To avoid memory leak

return result;

}

// Driver code

int main()

{

int price[] = { 2, 30, 15, 10, 8, 25, 80 };

int n = sizeof(price) / sizeof(price[0]);

cout << "Maximum Profit = " << maxProfit(price, n);

return 0;

}

**Output**

Maximum Profit = 100

The time complexity of the above solution is O(n).

Algorithmic Paradigm: Dynamic Programming

**Another approach:**

Initialize four variables for taking care of the first buy, first sell, second buy, second sell. Set first buy and second buy as INT\_MIN and first and second sell as 0. This is to ensure to get profit from transactions. Iterate through the array and return the second sell as it will store maximum profit.

#include <iostream>

#include<climits>

using namespace std;

int maxtwobuysell(int arr[],int size) {

int first\_buy = INT\_MIN;

int first\_sell = 0;

int second\_buy = INT\_MIN;

int second\_sell = 0;

for(int i=0;i<size;i++) {

first\_buy = max(first\_buy,-arr[i]);//we set prices to negative, so the calculation of profit will be convenient

first\_sell = max(first\_sell,first\_buy+arr[i]);

second\_buy = max(second\_buy,first\_sell-arr[i]);//we can buy the second only after first is sold

second\_sell = max(second\_sell,second\_buy+arr[i]);

}

return second\_sell;

}

int main() {

int arr[] = {2, 30, 15, 10, 8, 25, 80};

int size = sizeof(arr)/sizeof(arr[0]);

cout<<maxtwobuysell(arr,size);

return 0;

}

**Output**

100

**Time Complexity:** O(N)

**Auxiliary Space:** O(1)

# 427. [Optimal Strategy for a Game](https://practice.geeksforgeeks.org/problems/optimal-strategy-for-a-game/0)

You are given an array **A of size N**. The array contains integers and is of **even length**. The elements of the array represent N **coin**of **values V1, V2, ....Vn**. You play against an opponent in an **alternating**way.

In each **turn**, a player selects either the **first or last coin** from the **row**, removes it from the row permanently, and **receives the value** of the coin.

You need to determine the **maximum possible amount of money**you can win if you **go first**.  
**Note:** Both the players are playing optimally.

**Example 1:**

**Input:**

N = 4

A[] = {5,3,7,10}

**Output:** 15

**Explanation:** The user collects maximum

value as 15(10 + 5)

**Example 2:**

**Input:**

N = 4

A[] = {8,15,3,7}

**Output:** 22

**Explanation:** The user collects maximum

value as 22(7 + 15)

**Your Task:**  
Complete the function **maximumAmount()** which takes an array arr[] (represent values of N coins) and N as number of coins as a parameter and returns the **maximum possible amount of money**you can win if you **go first**.

**Expected Time Complexity** : O(N\*N)  
**Expected Auxiliary Space**: O(N\*N)

**Constraints:**  
2 <= N <= 103  
1 <= Ai <= 106

## Solution:

**Approach:** As both the players are equally strong, both will try to reduce the possibility of winning of each other. Now let’s see how the opponent can achieve this.

There are two choices:

* The user chooses the ‘ith’ coin with value ‘Vi’: The opponent either chooses (i+1)th coin or jth coin. The opponent intends to choose the coin which leaves the user with **minimum value**.   
  i.e. The user can collect the value **Vi + min(F(i+2, j), F(i+1, j-1) )**.
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* The user chooses the ‘jth’ coin with value ‘Vj’: The opponent either chooses ‘ith’ coin or ‘(j-1)th’ coin. The opponent intends to choose the coin which leaves the user with minimum value, i.e. the user can collect the value **Vj + min(F(i+1, j-1), F(i, j-2) )**.
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Following is the recursive solution that is based on the above two choices. We take a maximum of two choices.

F(i, j) represents the maximum value the user

can collect from i'th coin to j'th coin.

F(i, j) = Max(Vi + min(F(i+2, j), F(i+1, j-1) ),

Vj + min(F(i+1, j-1), F(i, j-2) ))

As user wants to maximise the number of coins.

Base Cases

F(i, j) = Vi If j == i

F(i, j) = max(Vi, Vj) If j == i + 1

class Solution{

public:

long long fun(int arr[], int n, vector<vector<long long>> &dp, int i, int j){

if(i>=n || j<0)

return 0;

if(dp[i][j]!=-1)

return dp[i][j];

if(i==j)

return dp[i][j] = arr[i];

if(i>j)

return dp[i][j] = 0;

long long val1 = arr[i] + min(fun(arr, n, dp, i+2, j), fun(arr, n, dp, i+1, j-1));

long long val2 = arr[j] + min(fun(arr, n, dp, i+1, j-1), fun(arr, n, dp, i, j-2));

return dp[i][j] = max(val1, val2);

}

long long maximumAmount(int arr[], int n){

// Your code here

vector<vector<long long>> dp(n, vector<long long> (n, -1));

return fun(arr, n, dp, 0, n-1);

}

};

**Iterative:**

// C++ program to find out

// maximum value from a given

// sequence of coins

#include <bits/stdc++.h>

using namespace std;

// Returns optimal value possible

// that a player can collect from

// an array of coins of size n.

// Note than n must be even

int optimalStrategyOfGame(

int\* arr, int n)

{

// Create a table to store

// solutions of subproblems

int table[n][n];

// Fill table using above

// recursive formula. Note

// that the table is filled

// in diagonal fashion (similar

// to http:// goo.gl/PQqoS),

// from diagonal elements to

// table[0][n-1] which is the result.

for (int gap = 0; gap < n; ++gap) {

for (int i = 0, j = gap; j < n; ++i, ++j) {

// Here x is value of F(i+2, j),

// y is F(i+1, j-1) and

// z is F(i, j-2) in above recursive

// formula

int x = ((i + 2) <= j)

? table[i + 2][j]

: 0;

int y = ((i + 1) <= (j - 1))

? table[i + 1][j - 1]

: 0;

int z = (i <= (j - 2))

? table[i][j - 2]

: 0;

table[i][j] = max(

arr[i] + min(x, y),

arr[j] + min(y, z));

}

}

return table[0][n - 1];

}

// Driver program to test above function

int main()

{

int arr1[] = { 8, 15, 3, 7 };

int n = sizeof(arr1) / sizeof(arr1[0]);

printf("%d\n",

optimalStrategyOfGame(arr1, n));

int arr2[] = { 2, 2, 2, 2 };

n = sizeof(arr2) / sizeof(arr2[0]);

printf("%d\n",

optimalStrategyOfGame(arr2, n));

int arr3[] = { 20, 30, 2, 2, 2, 10 };

n = sizeof(arr3) / sizeof(arr3[0]);

printf("%d\n",

optimalStrategyOfGame(arr3, n));

return 0;

}

**Output:**

22

4

42

**Complexity Analysis:**

* **Time Complexity:** O(n2).   
  Use of a nested for loop brings the time complexity to n2.
* **Auxiliary Space:** O(n2).   
  As a 2-D table is used for storing states.

**Note:** The above solution can be optimized by using less number of comparisons for every choice.

We have discussed an [approach that makes 4 recursive calls](https://www.geeksforgeeks.org/optimal-strategy-for-a-game-dp-31/). In this post, a new approach is discussed that makes two recursive calls.  
There are two choices:   
**1.** The user chooses the ith coin with value Vi: The opponent either chooses (i+1)th coin or jth coin. The opponent intends to choose the coin which leaves the user with minimum value.   
i.e. The user can collect the value Vi + (Sum – Vi) – F(i+1, j, Sum – Vi) where Sum is sum of coins from index i to j. The expression can be simplified to Sum – F(i+1, j, Sum – Vi) 
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**2.** The user chooses the jth coin with value Vj: The opponent either chooses ith coin or (j-1)th coin. The opponent intends to choose the coin which leaves the user with minimum value.   
i.e. The user can collect the value Vj + (Sum – Vj) – F(i, j-1, Sum – Vj) where Sum is sum of coins from index i to j. The expression can be simplified to Sum – F(i, j-1, Sum – Vj) 

![coinGame2](data:image/png;base64,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)

Following is recursive solution that is based on above two choices. We take the maximum of two choices.

F(i, j) represents the maximum value the user can collect from

i'th coin to j'th coin.

arr[] represents the list of coins

F(i, j) = Max(Sum - F(i+1, j, Sum-arr[i]),

Sum - F(i, j-1, Sum-arr[j]))

Base Case

F(i, j) = max(arr[i], arr[j]) If j == i+1

**Memoization Based Solution**

// C++ program to find out maximum value from a

// given sequence of coins

#include <bits/stdc++.h>

using namespace std;

const int MAX = 100;

int memo[MAX][MAX];

int oSRec(int arr[], int i, int j, int sum)

{

if (j == i + 1)

return max(arr[i], arr[j]);

if (memo[i][j] != -1)

return memo[i][j];

// For both of your choices, the opponent

// gives you total sum minus maximum of

// his value

memo[i][j] = max((sum - oSRec(arr, i + 1, j, sum - arr[i])),

(sum - oSRec(arr, i, j - 1, sum - arr[j])));

return memo[i][j];

}

// Returns optimal value possible that a player can

// collect from an array of coins of size n. Note

// than n must be even

int optimalStrategyOfGame(int\* arr, int n)

{

// Compute sum of elements

int sum = 0;

sum = accumulate(arr, arr + n, sum);

// Initialize memoization table

memset(memo, -1, sizeof(memo));

return oSRec(arr, 0, n - 1, sum);

}

// Driver program to test above function

int main()

{

int arr1[] = { 8, 15, 3, 7 };

int n = sizeof(arr1) / sizeof(arr1[0]);

printf("%d\n", optimalStrategyOfGame(arr1, n));

int arr2[] = { 2, 2, 2, 2 };

n = sizeof(arr2) / sizeof(arr2[0]);

printf("%d\n", optimalStrategyOfGame(arr2, n));

int arr3[] = { 20, 30, 2, 2, 2, 10 };

n = sizeof(arr3) / sizeof(arr3[0]);

printf("%d\n", optimalStrategyOfGame(arr3, n));

return 0;

}

**Output:**

22

4

42

# 428. Optimal Binary Search Tree

Given a sorted array key *[0.. n-1]* of search keys and an array *freq[0.. n-1]* of frequency counts, where *freq[i]* is the number of searches for *keys[i]*. Construct a binary search tree of all keys such that the total cost of all the searches is as small as possible.  
Let us first define the cost of a BST. The cost of a BST node is the level of that node multiplied by its frequency. The level of the root is 1.

**Examples:**

Input: keys[] = {10, 12}, freq[] = {34, 50}

There can be following two possible BSTs

10 12

\ /

12 10

I II

Frequency of searches of 10 and 12 are 34 and 50 respectively.

The cost of tree I is 34\*1 + 50\*2 = 134

The cost of tree II is 50\*1 + 34\*2 = 118

Input: keys[] = {10, 12, 20}, freq[] = {34, 8, 50}

There can be following possible BSTs

10 12 20 10 20

\ / \ / \ /

12 10 20 12 20 10

\ / / \

20 10 12 12

I II III IV V

Among all possible BSTs, cost of the fifth BST is minimum.

Cost of the fifth BST is 1\*50 + 2\*34 + 3\*8 = 142

## Solution:

**1) Optimal Substructure:**   
The optimal cost for freq[i..j] can be recursively calculated using the following formula.   
  
We need to calculate ***optCost(0, n-1)*** to find the result.   
The idea of above formula is simple, we one by one try all nodes as root (r varies from i to j in second term). When we make *rth* node as root, we recursively calculate optimal cost from i to r-1 and r+1 to j.   
We add sum of frequencies from i to j (see first term in the above formula)

**The reason for adding the sum of frequencies from i to j:**

This can be divided into 2 parts one is the freq[r]+sum of frequencies of all elements from i to j except r. The term freq[r] is added because it is going to be root and that means level of 1, so freq[r]\*1=freq[r]. Now the actual part comes, we are adding the frequencies of remaining elements because as we take r as root then all the elements other than that are going 1 level down than that is calculated in the subproblem. Let me put it in a more clear way, for calculating optcost(i,j) we assume that the r is taken as root and calculate min of opt(i,r-1)+opt(r+1,j) for all i<=r<=j. Here for every subproblem we are  choosing one node as a root. But in reality the level of subproblem root and all its descendant nodes will be 1 greater than the level of the parent problem root. Therefore the frequency of all the nodes except r should be added which accounts to the descend in their level compared to level assumed in subproblem.  
**2) Overlapping Subproblems**   
Following is recursive implementation that simply follows the recursive structure mentioned above.

// A naive recursive implementation of

// optimal binary search tree problem

#include <bits/stdc++.h>

using namespace std;

// A utility function to get sum of

// array elements freq[i] to freq[j]

int sum(int freq[], int i, int j);

// A recursive function to calculate

// cost of optimal binary search tree

int optCost(int freq[], int i, int j)

{

// Base cases

if (j < i) // no elements in this subarray

return 0;

if (j == i) // one element in this subarray

return freq[i];

// Get sum of freq[i], freq[i+1], ... freq[j]

int fsum = sum(freq, i, j);

// Initialize minimum value

int min = INT\_MAX;

// One by one consider all elements

// as root and recursively find cost

// of the BST, compare the cost with

// min and update min if needed

for (int r = i; r <= j; ++r)

{

int cost = optCost(freq, i, r - 1) +

optCost(freq, r + 1, j);

if (cost < min)

min = cost;

}

// Return minimum value

return min + fsum;

}

// The main function that calculates

// minimum cost of a Binary Search Tree.

// It mainly uses optCost() to find

// the optimal cost.

int optimalSearchTree(int keys[],

int freq[], int n)

{

// Here array keys[] is assumed to be

// sorted in increasing order. If keys[]

// is not sorted, then add code to sort

// keys, and rearrange freq[] accordingly.

return optCost(freq, 0, n - 1);

}

// A utility function to get sum of

// array elements freq[i] to freq[j]

int sum(int freq[], int i, int j)

{

int s = 0;

for (int k = i; k <= j; k++)

s += freq[k];

return s;

}

// Driver Code

int main()

{

int keys[] = {10, 12, 20};

int freq[] = {34, 8, 50};

int n = sizeof(keys) / sizeof(keys[0]);

cout << "Cost of Optimal BST is "

<< optimalSearchTree(keys, freq, n);

return 0;

}

**Output:**

Cost of Optimal BST is 142

Time complexity of the above naive recursive approach is exponential. It should be noted that the above function computes the same subproblems again and again. We can see many subproblems being repeated in the following recursion tree for freq[1..4]. 
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Since same subproblems are called again, this problem has Overlapping Subproblems property. So optimal BST problem has both properties (see [this](https://www.geeksforgeeks.org/overlapping-subproblems-property-in-dynamic-programming-dp-1/)and [this](https://www.geeksforgeeks.org/optimal-substructure-property-in-dynamic-programming-dp-2/)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems,](https://www.geeksforgeeks.org/archives/tag/dynamic-programming) recomputations of same subproblems can be avoided by constructing a temporary array cost[][] in bottom up manner.  
**Dynamic Programming Solution**   
Following is C/C++ implementation for optimal BST problem using Dynamic Programming. We use an auxiliary array cost[n][n] to store the solutions of subproblems. cost[0][n-1] will hold the final result. The challenge in implementation is, all diagonal values must be filled first, then the values which lie on the line just above the diagonal. In other words, we must first fill all cost[i][i] values, then all cost[i][i+1] values, then all cost[i][i+2] values. So how to fill the 2D array in such manner> The idea used in the implementation is same as [Matrix Chain Multiplication problem](https://www.geeksforgeeks.org/matrix-chain-multiplication-dp-8/), we use a variable ‘L’ for chain length and increment ‘L’, one by one. We calculate column number ‘j’ using the values of ‘i’ and ‘L’.

// Dynamic Programming code for Optimal Binary Search

// Tree Problem

#include <bits/stdc++.h>

using namespace std;

// A utility function to get sum of array elements

// freq[i] to freq[j]

int sum(int freq[], int i, int j);

/\* A Dynamic Programming based function that calculates

minimum cost of a Binary Search Tree. \*/

int optimalSearchTree(int keys[], int freq[], int n)

{

/\* Create an auxiliary 2D matrix to store results

of subproblems \*/

int cost[n][n];

/\* cost[i][j] = Optimal cost of binary search tree

that can be formed from keys[i] to keys[j].

cost[0][n-1] will store the resultant cost \*/

// For a single key, cost is equal to frequency of the key

for (int i = 0; i < n; i++)

cost[i][i] = freq[i];

// Now we need to consider chains of length 2, 3, ... .

// L is chain length.

for (int L = 2; L <= n; L++)

{

// i is row number in cost[][]

for (int i = 0; i <= n-L+1; i++)

{

// Get column number j from row number i and

// chain length L

int j = i+L-1;

cost[i][j] = INT\_MAX;

// Try making all keys in interval keys[i..j] as root

for (int r = i; r <= j; r++)

{

// c = cost when keys[r] becomes root of this subtree

int c = ((r > i)? cost[i][r-1]:0) +

((r < j)? cost[r+1][j]:0) +

sum(freq, i, j);

if (c < cost[i][j])

cost[i][j] = c;

}

}

}

return cost[0][n-1];

}

// A utility function to get sum of array elements

// freq[i] to freq[j]

int sum(int freq[], int i, int j)

{

int s = 0;

for (int k = i; k <= j; k++)

s += freq[k];

return s;

}

// Driver code

int main()

{

int keys[] = {10, 12, 20};

int freq[] = {34, 8, 50};

int n = sizeof(keys)/sizeof(keys[0]);

cout << "Cost of Optimal BST is " << optimalSearchTree(keys, freq, n);

return 0;

}

**Output:** 

Cost of Optimal BST is 142

**Notes**   
**1)** The time complexity of the above solution is O(n^4). The time complexity can be easily reduced to O(n^3) by pre-calculating sum of frequencies instead of calling sum() again and again.  
**2)** In the above solutions, we have computed optimal cost only. The solutions can be easily modified to store the structure of BSTs also. We can create another auxiliary array of size n to store the structure of tree. All we need to do is, store the chosen ‘r’ in the innermost loop.

# 429. Palindrome Partitioning Problem

Given a string **str**, a partitioning of the string is a *palindrome partitioning* if every sub-string of the partition is a palindrome. Determine the fewest cuts needed for palindrome partitioning of given string.

**Example 1:**

**Input:** str = "ababbbabbababa"

**Output:** 3

**Explaination:** After 3 partitioning substrings

are "a", "babbbab", "b", "ababa".

**Example 2:**

**Input:** str = "aaabba"

**Output:** 1

**Explaination:** The substrings after 1

partitioning are "aa" and "abba".

**Your Task:**  
You do not need to read input or print anything, Your task is to complete the function **palindromicPartition()** which takes the string str as input parameter and returns minimum number of partitions required.

**Expected Time Complexity:** O(n\*n) [n is the length of the string str]  
**Expected Auxiliary Space:** O(n\*n)

**Constraints:**  
1 ≤ length of str ≤ 500

## Solution:

**My approach:**

class Solution{

public:

int fun(vector<int> &dp, vector<vector<bool>> &ispallin, string str, int ind){

if(ind>=str.size())

return 0;

if(dp[ind]!=0)

return dp[ind];

int res = str.size()-ind+1;

for(int i=ind;i<str.size();i++){

if(ispallin[ind][i]==true){

res = min(res, 1+fun(dp, ispallin, str, i+1));

}

}

return dp[ind] = res;

}

int palindromicPartition(string str)

{

// code here

int n = str.size();

vector<vector<bool>> ispallin(n, vector<bool> (n));

for(int i=0;i<n;i++)

ispallin[i][i] = true;

for(int l=2;l<=n;l++){

for(int i=0;i<n-l+1;i++){

int j = i+l-1;

if(str[i]!=str[j])

ispallin[i][j] = false;

else if(l==2)

ispallin[i][j] = true;

else

ispallin[i][j] = ispallin[i+1][j-1];

}

}

vector<int> dp(n, 0);

int ans = fun(dp, ispallin, str, 0);

return ans-1;

}

};

**Time Complexity:** O(n\*n) [n is the length of the string str]  
**Auxiliary Space:** O(n\*n)

This problem is a variation of [Matrix Chain Multiplication](https://www.geeksforgeeks.org/matrix-chain-multiplication-dp-8/) problem. If the string is a palindrome, then we simply return 0. Else, like the Matrix Chain Multiplication problem, we try making cuts at all possible places, recursively calculate the cost for each cut and return the minimum value.   
Let the given string be str and minPalPartion() be the function that returns the fewest cuts needed for palindrome partitioning. following is the optimal substructure property.

**Using Recursion**

// i is the starting index and j is the ending index. i must be passed as 0 and j as n-1

minPalPartion(str, i, j) = 0 if i == j. // When string is of length 1.

minPalPartion(str, i, j) = 0 if str[i..j] is palindrome.

// If none of the above conditions is true, then minPalPartion(str, i, j) can be

// calculated recursively using the following formula.

minPalPartion(str, i, j) = Min { minPalPartion(str, i, k) + 1 +

minPalPartion(str, k+1, j) }

where k varies from i to j-1

// C++ Code for Palindrome Partitioning

// Problem

#include <bits/stdc++.h>

using namespace std;

bool isPalindrome(string String, int i, int j)

{

while(i < j)

{

if(String[i] != String[j])

return false;

i++;

j--;

}

return true;

}

int minPalPartion(string String, int i, int j)

{

if( i >= j || isPalindrome(String, i, j) )

return 0;

int ans = INT\_MAX, count;

for(int k = i; k < j; k++)

{

count = minPalPartion(String, i, k) +

minPalPartion(String, k + 1, j) + 1;

ans = min(ans, count);

}

return ans;

}

// Driver code

int main() {

string str = "ababbbabbababa";

cout << "Min cuts needed for " <<

"Palindrome Partitioning is " <<

minPalPartion(str, 0, str.length() - 1) << endl;

return 0;

}

**Output:**

Min cuts needed for Palindrome Partitioning is 3

**An optimization to above approach**   
In the above approach, we can calculate the minimum cut while finding all palindromic substring. If we find all palindromic substring 1st and then we calculate minimum cut, time complexity will reduce to O(n2).

// Dynamic Programming Solution for Palindrome Partitioning Problem

#include <iostream>

#include <bits/stdc++.h>

#include <string.h>

using namespace std;

// A utility function to get minimum of two integers

int min(int a, int b) { return (a < b) ? a : b; }

// Returns the minimum number of cuts needed to partition a string

// such that every part is a palindrome

int minPalPartion(char\* str)

{

// Get the length of the string

int n = strlen(str);

/\* Create two arrays to build the solution in bottom-up manner

C[i] = Minimum number of cuts needed for a palindrome partitioning

of substring str[0..i]

P[i][j] = true if substring str[i..j] is palindrome, else false

Note that C[i] is 0 if P[0][i] is true \*/

int C[n];

bool P[n][n];

int i, j, k, L; // different looping variables

// Every substring of length 1 is a palindrome

for (i = 0; i < n; i++) {

P[i][i] = true;

}

/\* L is substring length. Build the solution in bottom up manner by

considering all substrings of length starting from 2 to n. \*/

for (L = 2; L <= n; L++) {

// For substring of length L, set different possible starting indexes

for (i = 0; i < n - L + 1; i++) {

j = i + L - 1; // Set ending index

// If L is 2, then we just need to compare two characters. Else

// need to check two corner characters and value of P[i+1][j-1]

if (L == 2)

P[i][j] = (str[i] == str[j]);

else

P[i][j] = (str[i] == str[j]) && P[i + 1][j - 1];

}

}

for (i = 0; i < n; i++) {

if (P[0][i] == true)

C[i] = 0;

else {

C[i] = INT\_MAX;

for (j = 0; j < i; j++) {

if (P[j + 1][i] == true && 1 + C[j] < C[i])

C[i] = 1 + C[j];

}

}

}

// Return the min cut value for complete string. i.e., str[0..n-1]

return C[n - 1];

}

// Driver program to test above function

int main()

{

char str[] = "ababbbabbababa";

cout <<"Min cuts needed for Palindrome Partitioning is " << minPalPartion(str);

return 0;

}

**Output:**

Min cuts needed for Palindrome Partitioning is 3

**Time Complexity:** O(n2)

**Using Memorization to solve this problem.**   
The basic idea is to cache the intermittent results calculated in recursive functions. We can put these results into a hashmap/unordered\_map.   
To calculate the keys for the Hashmap we will use the starting and end index of the string as the key i.e. [“start\_index”.append(“end\_index”)] would be the key for the Hashmap.

Below is the implementation of above approach :

// Using memoizatoin to solve the partition problem.

#include <bits/stdc++.h>

using namespace std;

// Function to check if input string is palindrome or not

bool ispalindrome(string input, int start, int end)

{

// Using two pointer technique to check palindrome

while (start < end) {

if (input[start] != input[end])

return false;

start++;

end--;

}

return true;

}

// Function to find keys for the Hashmap

string convert(int a, int b)

{

return to\_string(a) + "" + to\_string(b);

}

// Returns the minimum number of cuts needed to partition a string

// such that every part is a palindrome

int minpalparti\_memo(string input, int i, int j, unordered\_map<string, int>& memo)

{

if (i > j)

return 0;

// Key for the Input String

string ij = convert(i, j);

// If the no of partitions for string "ij" is already calculated

// then return the calculated value using the Hashmap

if (memo.find(ij) != memo.end()) {

return memo[ij];

}

// Every String of length 1 is a palindrome

if (i == j) {

memo[ij] = 0;

return 0;

}

if (ispalindrome(input, i, j)) {

memo[ij] = 0;

return 0;

}

int minimum = INT\_MAX;

// Make a cut at every possible location starting from i to j

for (int k = i; k < j; k++) {

int left\_min = INT\_MAX;

int right\_min = INT\_MAX;

string left = convert(i, k);

string right = convert(k + 1, j);

// If left cut is found already

if (memo.find(left) != memo.end()) {

left\_min = memo[left];

}

// If right cut is found already

if (memo.find(right) != memo.end()) {

right\_min = memo[right];

}

// Recursively calculating for left and right strings

if (left\_min == INT\_MAX)

left\_min = minpalparti\_memo(input, i, k, memo);

if (right\_min == INT\_MAX)

right\_min = minpalparti\_memo(input, k + 1, j, memo);

// Taking minimum of all k possible cuts

minimum = min(minimum, left\_min + 1 + right\_min);

}

memo[ij] = minimum;

// Return the min cut value for complete string.

return memo[ij];

}

int main()

{

string input = "ababbbabbababa";

unordered\_map<string, int> memo;

cout << minpalparti\_memo(input, 0, input.length() - 1, memo) << endl;

return 0;

}

**Time Complexity:** O(n2)

# 430. Word Wrap Problem

## Same as ques 59 of String.

# 431. Mobile Numeric Keypad Problem [ IMP ]

Given the mobile numeric keypad. You can only press buttons that are up, left, right, or down to the current button. You are not allowed to press bottom row corner buttons (i.e. \* and # ). Given a number **N**, the task is to find out the number of possible numbers of the given length.

**Example 1:**

**Input**: 1

**Output:** 10

**Explanation**: Number of possible numbers

would be 10 (0, 1, 2, 3, …., 9)

**Example 2:**

**Input:** N = 2

**Output:** 36

**Explanation**: Possible numbers: 00, 08, 11,

12, 14, 22, 21, 23, 25 and so on.

If we start with 0, valid numbers

will be 00, 08 (count: 2)

If we start with 1, valid numbers

will be 11, 12, 14 (count: 3)

If we start with 2, valid numbers

will be 22, 21, 23,25 (count: 4)

If we start with 3, valid numbers

will be 33, 32, 36 (count: 3)

If we start with 4, valid numbers

will be 44,41,45,47 (count: 4)

If we start with 5, valid numbers

will be 55,54,52,56,58 (count: 5)

and so on..

**Your Task:**  
You don't need to read input or print anything. Complete the function **getCount()**which takes **N** as input parameter and returns the integer value  
  
**Expected Time Complexity:** O(**N**)  
**Expected Auxiliary Space:** O(**N**)  
  
**Constraints:**  
1 ≤ **N** ≤ 25

## Solution:

**My Solution:**

public:

vector<vector<int>> arr;

long long dp[26][10];

long long count;

long long fun(int n, int num){

if(n==1){

return 1;

}

if(dp[n][num]!=-1)

return dp[n][num];

long long res = 0;

for(int i=0;i<arr[num].size();i++)

res += fun(n-1, arr[num][i]);

return dp[n][num] = res;

}

long long getCount(int N)

{

// Your code goes here

arr.clear();

arr.push\_back({0, 8});

arr.push\_back({1, 2, 4});

arr.push\_back({2, 1, 3, 5});

arr.push\_back({3, 2, 6});

arr.push\_back({4, 1, 5, 7});

arr.push\_back({5, 2, 4, 6, 8});

arr.push\_back({6, 3, 5, 9});

arr.push\_back({7, 4, 8});

arr.push\_back({8, 5, 7, 9, 0});

arr.push\_back({9, 6, 8});

memset(dp, -1, sizeof(dp));

count = 0;

for(int i=0;i<=9;i++){

count += fun(N, i);

}

return count;

}

**Time Complexity:** O(**N**)

**Space Complexity:** O(**N**)

**Dynamic Programming**   
There are many repeated traversal on smaller paths (traversal for smaller N) to find all possible longer paths (traversal for bigger N). See following two diagrams for example. In this traversal, for N = 4 from two starting positions (buttons ‘4’ and ‘8’), we can see there are few repeated traversals for N = 2 (e.g. 4 -> 1, 6 -> 3, 8 -> 9, 8 -> 7 etc). 
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Since the problem has both properties: [Optimal Substructure](https://www.geeksforgeeks.org/dynamic-programming-set-2-optimal-substructure-property/) and [Overlapping Subproblems](https://www.geeksforgeeks.org/dynamic-programming-set-1/), it can be efficiently solved using dynamic programming.

Following is the program for dynamic programming implementation.

// A Dynamic Programming based C program to count number of

// possible numbers of given length

#include <stdio.h>

// Return count of all possible numbers of length n

// in a given numeric keyboard

int getCount(char keypad[][3], int n)

{

if(keypad == NULL || n <= 0)

return 0;

if(n == 1)

return 10;

// left, up, right, down move from current location

int row[] = {0, 0, -1, 0, 1};

int col[] = {0, -1, 0, 1, 0};

// taking n+1 for simplicity - count[i][j] will store

// number count starting with digit i and length j

int count[10][n+1];

int i=0, j=0, k=0, move=0, ro=0, co=0, num = 0;

int nextNum=0, totalCount = 0;

// count numbers starting with digit i and of lengths 0 and 1

for (i=0; i<=9; i++)

{

count[i][0] = 0;

count[i][1] = 1;

}

// Bottom up - Get number count of length 2, 3, 4, ... , n

for (k=2; k<=n; k++)

{

for (i=0; i<4; i++) // Loop on keypad row

{

for (j=0; j<3; j++) // Loop on keypad column

{

// Process for 0 to 9 digits

if (keypad[i][j] != '\*' && keypad[i][j] != '#')

{

// Here we are counting the numbers starting with

// digit keypad[i][j] and of length k keypad[i][j]

// will become 1st digit, and we need to look for

// (k-1) more digits

num = keypad[i][j] - '0';

count[num][k] = 0;

// move left, up, right, down from current location

// and if new location is valid, then get number

// count of length (k-1) from that new digit and

// add in count we found so far

for (move=0; move<5; move++)

{

ro = i + row[move];

co = j + col[move];

if (ro >= 0 && ro <= 3 && co >=0 && co <= 2 &&

keypad[ro][co] != '\*' && keypad[ro][co] != '#')

{

nextNum = keypad[ro][co] - '0';

count[num][k] += count[nextNum][k-1];

}

}

}

}

}

}

// Get count of all possible numbers of length "n" starting

// with digit 0, 1, 2, ..., 9

totalCount = 0;

for (i=0; i<=9; i++)

totalCount += count[i][n];

return totalCount;

}

// Driver program to test above function

int main(int argc, char \*argv[])

{

char keypad[4][3] = {{'1','2','3'},

{'4','5','6'},

{'7','8','9'},

{'\*','0','#'}};

printf("Count for numbers of length %d: %dn", 1, getCount(keypad, 1));

printf("Count for numbers of length %d: %dn", 2, getCount(keypad, 2));

printf("Count for numbers of length %d: %dn", 3, getCount(keypad, 3));

printf("Count for numbers of length %d: %dn", 4, getCount(keypad, 4));

printf("Count for numbers of length %d: %dn", 5, getCount(keypad, 5));

return 0;

}

**Output:**

Count for numbers of length 1: 10

Count for numbers of length 2: 36

Count for numbers of length 3: 138

Count for numbers of length 4: 532

Count for numbers of length 5: 2062

**A Space Optimized Solution:**   
The above dynamic programming approach also runs in O(n) time and requires O(n) auxiliary space, as only one for loop runs n times, other for loops runs for constant time. We can see that nth iteration needs data from (n-1)th iteration only, so we need not keep the data from older iterations. We can have a space efficient dynamic programming approach with just two arrays of size 10.

// A Space Optimized C++ program to count number of possible numbers

// of given length

#include <bits/stdc++.h>

using namespace std;

// Return count of all possible numbers of length n

// in a given numeric keyboard

int getCount(char keypad[][3], int n)

{

if (keypad == NULL || n <= 0)

return 0;

if (n == 1)

return 10;

// odd[i], even[i] arrays represent count of numbers starting

// with digit i for any length j

int odd[10], even[10];

int i = 0, j = 0, useOdd = 0, totalCount = 0;

for (i = 0; i <= 9; i++)

odd[i] = 1; // for j = 1

for (j = 2; j <= n; j++) // Bottom Up calculation from j = 2 to n

{

useOdd = 1 - useOdd;

// Here we are explicitly writing lines for each number 0

// to 9. But it can always be written as DFS on 4X3 grid

// using row, column array valid moves

if (useOdd == 1)

{

even[0] = odd[0] + odd[8];

even[1] = odd[1] + odd[2] + odd[4];

even[2] = odd[2] + odd[1] + odd[3] + odd[5];

even[3] = odd[3] + odd[2] + odd[6];

even[4] = odd[4] + odd[1] + odd[5] + odd[7];

even[5] = odd[5] + odd[2] + odd[4] + odd[8] + odd[6];

even[6] = odd[6] + odd[3] + odd[5] + odd[9];

even[7] = odd[7] + odd[4] + odd[8];

even[8] = odd[8] + odd[0] + odd[5] + odd[7] + odd[9];

even[9] = odd[9] + odd[6] + odd[8];

}

else

{

odd[0] = even[0] + even[8];

odd[1] = even[1] + even[2] + even[4];

odd[2] = even[2] + even[1] + even[3] + even[5];

odd[3] = even[3] + even[2] + even[6];

odd[4] = even[4] + even[1] + even[5] + even[7];

odd[5] = even[5] + even[2] + even[4] + even[8] + even[6];

odd[6] = even[6] + even[3] + even[5] + even[9];

odd[7] = even[7] + even[4] + even[8];

odd[8] = even[8] + even[0] + even[5] + even[7] + even[9];

odd[9] = even[9] + even[6] + even[8];

}

}

// Get count of all possible numbers of length "n" starting

// with digit 0, 1, 2, ..., 9

totalCount = 0;

if (useOdd == 1)

{

for (i = 0; i <= 9; i++)

totalCount += even[i];

}

else

{

for (i = 0; i <= 9; i++)

totalCount += odd[i];

}

return totalCount;

}

// Driver program to test above function

int main()

{

char keypad[4][3] = {{'1', '2', '3'},

{'4', '5', '6'},

{'7', '8', '9'},

{'\*', '0', '#'}};

cout << "Count for numbers of length 1: " << getCount(keypad, 1) << endl;

cout << "Count for numbers of length 2: " << getCount(keypad, 2) << endl;

cout << "Count for numbers of length 3: " << getCount(keypad, 3) << endl;

cout << "Count for numbers of length 4: " << getCount(keypad, 4) << endl;

cout << "Count for numbers of length 5: " << getCount(keypad, 5) << endl;

return 0;

}

**Output:**

Count for numbers of length 1: 10

Count for numbers of length 2: 36

Count for numbers of length 3: 138

Count for numbers of length 4: 532

Count for numbers of length 5: 2062

# 432. Boolean Parenthesization Problem

Given a boolean expression **S** of length **N** with following symbols.  
Symbols  
    'T' ---> true  
    'F' ---> false  
and following operators filled between symbols  
Operators  
    &   ---> boolean AND  
    |   ---> boolean OR  
    ^   ---> boolean XOR  
Count the number of ways we can parenthesize the expression so that the value of expression evaluates to true.

**Example 1:**

**Input:** N = 7

S = T|T&F^T

**Output:** 4

**Explaination:** The expression evaluates

to true in 4 ways ((T|T)&(F^T)),

(T|(T&(F^T))), (((T|T)&F)^T) and (T|((T&F)^T)).

**Example 2:**

**Input:** N = 5

S = T^F|F

**Output:** 2

**Explaination:** ((T^F)|F) and (T^(F|F)) are the

only ways.

**Your Task:**  
You do not need to read input or print anything. Your task is to complete the function **countWays()** which takes N and S as input parameters and returns number of possible ways modulo 1003.

**Expected Time Complexity:** O(N3)  
**Expected Auxiliary Space:** O(N2)

**Constraints:**  
1 ≤ N ≤ 200

## Solution:

class Solution{

public:

pair<int, int> fun(vector<vector<pair<int, int>>> &dp, string &str, int i, int j){

if((dp[i][j].first)!=-1)

return dp[i][j];

if(i==j){

if(str[i]=='T')

return dp[i][j] = {1, 0};

else

return dp[i][j] = {0, 1};

}

int res0 = 0, res1 = 0;

for(int ind = i+1; ind <= j-1; ind += 2){

pair<int, int> p1 = fun(dp, str, i, ind-1);

int a1 = p1.first, a2 = p1.second;

pair<int, int> p2 = fun(dp, str, ind+1, j);

int b1 = p2.first, b2 = p2.second;

if(str[ind]=='&'){

res1 += (a1\*b1);

res0 += (a1\*b2 + a2\*b1 + a2\*b2);

}

else if(str[ind]=='|'){

res1 += (a1\*b2 + b1\*a2 + a1\*b1);

res0 += (a2\*b2);

}

else{

res1 += (a1\*b2 + b1\*a2);

res0 += (a1\*b1 + a2\*b2);

}

}

return dp[i][j] = {res1%1003, res0%1003};

}

int countWays(int N, string S){

vector<vector<pair<int,int>>> dp(N, vector<pair<int, int>> (N, {-1, -1}));

pair<int, int> res = fun(dp, S, 0, N-1);

return (res.first);

}

};

**Time Complexity:** O(N3)  
**Auxiliary Space:** O(N2)

Let **T(i, j)** represents the number of ways to parenthesize the symbols between i and j (both inclusive) such that the subexpression between i and j evaluates to true. 
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Let **F(i, j)** represents the number of ways to parenthesize the symbols between i and j (both inclusive) such that the subexpression between i and j evaluates to false.
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Base Cases:

T(i, i) = 1 if symbol[i] = 'T'

T(i, i) = 0 if symbol[i] = 'F'

F(i, i) = 1 if symbol[i] = 'F'

F(i, i) = 0 if symbol[i] = 'T'

If we draw the recursion tree of the above recursive solution, we can observe that it many overlapping subproblems. Like other [dynamic programming problems](https://www.geeksforgeeks.org/tag/dynamic-programming/), it can be solved by filling a table in bottom-up manner. Following is the implementation of a dynamic programming solution.

#include <cstring>

#include <iostream>

using namespace std;

// Returns count of all possible

// parenthesizations that lead

// to result true for a boolean

// expression with symbols like

// true and false and operators

// like &, | and ^ filled

// between symbols

int countParenth(char symb[], char oper[], int n)

{

int F[n][n], T[n][n];

// Fill diagonal entries first

// All diagonal entries in

// T[i][i] are 1 if symbol[i]

// is T (true). Similarly,

// all F[i][i] entries are 1 if

// symbol[i] is F (False)

for (int i = 0; i < n; i++) {

F[i][i] = (symb[i] == 'F') ? 1 : 0;

T[i][i] = (symb[i] == 'T') ? 1 : 0;

}

// Now fill T[i][i+1],

// T[i][i+2], T[i][i+3]... in order

// And F[i][i+1], F[i][i+2],

// F[i][i+3]... in order

for (int gap = 1; gap < n; ++gap)

{

for (int i = 0, j = gap;

j < n; ++i, ++j)

{

T[i][j] = F[i][j] = 0;

for (int g = 0;

g < gap; g++)

{

// Find place of parenthesization using

// current value of gap

int k = i + g;

// Store Total[i][k]

// and Total[k+1][j]

int tik = T[i][k] + F[i][k];

int tkj = T[k + 1][j]

+ F[k + 1][j];

// Follow the recursive formulas

// according

// to the current operator

if (oper[k] == '&') {

T[i][j] += T[i][k]

\* T[k + 1][j];

F[i][j] += (tik \* tkj

- T[i][k]

\* T[k + 1][j]);

}

if (oper[k] == '|') {

F[i][j] += F[i][k]

\* F[k + 1][j];

T[i][j] += (tik \* tkj

- F[i][k]

\* F[k + 1][j]);

}

if (oper[k] == '^') {

T[i][j] += F[i][k]

\* T[k + 1][j]

+ T[i][k]

\* F[k + 1][j];

F[i][j] += T[i][k]

\* T[k + 1][j]

+ F[i][k] \* F[k + 1][j];

}

}

}

}

return T[0][n - 1];

}

// Driver code

int main()

{

char symbols[] = "TTFT";

char operators[] = "|&^";

int n = strlen(symbols);

// There are 4 ways

// ((T|T)&(F^T)), (T|(T&(F^T))), (((T|T)&F)^T) and

// (T|((T&F)^T))

cout << countParenth(symbols, operators, n);

return 0;

}

**Output:**

4

**Time Complexity:** O(n3)   
**Auxiliary Space:** O(n2)

# 433. Largest rectangular sub-matrix whose sum is 0

Given a matrix **mat**[][] of size **N** x **M.**The task is to find the largest rectangular sub-matrix whose sum is 0.

**Example 1:**

**Input:** N = 3, M = 3

mat[][] = 1, 2, 3

-3,-2,-1

1, 7, 5

**Output:** 1, 2, 3

-3,-2,-1

**Explanation:** This is the largest sub-matrix,

whose sum is 0.

**Example 2:**

**Input:** N = 4, M = 4

mat[][] = 9, 7, 16, 5

1,-6,-7, 3

1, 8, 7, 9

7, -2, 0, 10

**Output:** -6,-7

8, 7

-2, 0

**Your Task:**  
You don't need to read input or print anything. You just have to complete the function **sumZeroMatrix()** which takes a 2D matrix **mat**[][], its dimensions **N** and **M** as inputs and returns a largest sub-matrix, whose sum is 0.

**Expected Time Complexity**: O(N\*N\*M).  
**Expected Auxiliary Space**: O(N\*M).

**Constraints**:  
1 <= N, M <= 100  
-1000 <= mat[][] <= 1000

## Solution:

The naive solution for this problem is to check every possible rectangle in given 2D array. This solution requires 4 nested loops and time complexity of this solution would be O(n^4).  
The solution is based on[Maximum sum rectangle in a 2D matrix](https://www.geeksforgeeks.org/dynamic-programming-set-27-max-sum-rectangle-in-a-2d-matrix/). The idea is to reduce the problem to 1 D array. We can use Hashing to find maximum length of sub-array in 1-D array in O(n) time. We fix the left and right columns one by one and find the largest sub-array with 0 sum contiguous rows for every left and right column pair. We basically find top and bottom row numbers (which have sum is zero) for every fixed left and right column pair. To find the top and bottom row numbers, calculate sum of elements in every row from left to right and store these sums in an array say temp[]. So temp[i] indicates sum of elements from left to right in row i. If we find largest subarray with 0 sum on temp, and no. of elements is greater than previous no. of elements then update the values of final row\_up, final row\_down, final col\_left, final col\_right.

// A C++ program to find Largest rectangular

// sub-matrix whose sum is 0

#include <bits/stdc++.h>

using namespace std;

const int MAX = 100;

// This function basically finds largest 0

// sum subarray in temp[0..n-1]. If 0 sum

// does't exist, then it returns false. Else

// it returns true and sets starting and

// ending indexes as starti and endj.

bool sumZero(int temp[], int\* starti,

int\* endj, int n)

{

// Map to store the previous sums

map<int, int> presum;

int sum = 0; // Initialize sum of elements

// Initialize length of sub-array with sum 0

int max\_length = 0;

// Traverse through the given array

for (int i = 0; i < n; i++)

{

// Add current element to sum

sum += temp[i];

if (temp[i] == 0 && max\_length == 0)

{

\*starti = i;

\*endj = i;

max\_length = 1;

}

if (sum == 0)

{

if (max\_length < i + 1)

{

\*starti = 0;

\*endj = i;

}

max\_length = i + 1;

}

// Look for this sum in Hash table

if (presum.find(sum) != presum.end())

{

// store previous max\_length so

// that we can check max\_length

// is updated or not

int old = max\_length;

// If this sum is seen before,

// then update max\_len

max\_length = max(max\_length, i - presum[sum]);

if (old < max\_length)

{

// If max\_length is updated then

// enter and update start and end

// point of array

\*endj = i;

\*starti = presum[sum] + 1;

}

}

else

// Else insert this sum with

// index in hash table

presum[sum] = i;

}

// Return true if max\_length is non-zero

return (max\_length != 0);

}

// The main function that finds Largest rectangle

// sub-matrix in a[][] whose sum is 0.

void sumZeroMatrix(int a[][MAX], int row, int col)

{

int temp[row];

// Variables to store the final output

int fup = 0, fdown = 0, fleft = 0, fright = 0;

int sum;

int up, down;

int maxl = INT\_MIN;

// Set the left column

for (int left = 0; left < col; left++)

{

// Initialize all elements of temp as 0

memset(temp, 0, sizeof(temp));

// Set the right column for the left column

// set by outer loop

for (int right = left; right < col; right++)

{

// Calculate sum between current left

// and right for every row 'i'

for (int i = 0; i < row; i++)

temp[i] += a[i][right];

// Find largest subarray with 0 sum in

// temp[]. The sumZero() function also

// sets values of start and finish. So

// 'sum' is sum of rectangle between (start,

// left) and (finish, right) which is

// boundary columns strictly as left and right.

bool sum = sumZero(temp, &up, &down, row);

int ele = (down - up + 1) \* (right - left + 1);

// Compare no. of elements with previous

// no. of elements in sub-Matrix.

// If new sub-matrix has more elements

// then update maxl and final boundaries

// like fup, fdown, fleft, fright

if (sum && ele > maxl)

{

fup = up;

fdown = down;

fleft = left;

fright = right;

maxl = ele;

}

}

}

// If there is no change in boundaries

// than check if a[0][0] is 0

// If it not zero then print

// that no such zero-sum sub-matrix exists

if (fup == 0 && fdown == 0 && fleft == 0 &&

fright == 0 && a[0][0] != 0) {

cout << "No zero-sum sub-matrix exists";

return;

}

// Print final values

for (int j = fup; j <= fdown; j++)

{

for (int i = fleft; i <= fright; i++)

cout << a[j][i] << " ";

cout << endl;

}

}

// Driver program to test above functions

int main()

{

int a[][MAX] = { { 9, 7, 16, 5 }, { 1, -6, -7, 3 },

{ 1, 8, 7, 9 }, { 7, -2, 0, 10 } };

int row = 4, col = 4;

sumZeroMatrix(a, row, col);

return 0;

}

Output: 

-6, -7

8, 7

-2, 0

Output: 

-6, -7

8, 7

-2, 0

**My Solution:**

class Solution{

public:

pair<int, int> fun(vector<int> vec, int n){

unordered\_map<int, int> mp;

mp[0] = -1;

int len=0, end=-1, sum=0;

for(int i=0;i<n;i++){

sum += vec[i];

//cout<<sum<<endl;

if(mp.find(sum)==mp.end())

mp[sum] = i;

else{

//cout<<"here"<<endl;

int l = i-mp[sum];

if(l>len){

len = l;

end = i;

}

}

}

return {len, end};

}

vector<vector<int>> sumZeroMatrix(vector<vector<int>> a){

//Code Here

int area=0, row1, col1, row2, col2;

int m = a.size(), n = a[0].size();

for(int i=0;i<m;i++){

vector<int> vec(n, 0);

for(int j=i;j<m;j++){

for(int k=0;k<n;k++){

vec[k] += a[j][k];

//cout<<vec[k]<<" ";

}

//cout<<endl;

pair<int, int> p = fun(vec, n);

//cout<<p.first<<" "<<p.second<<endl;

if((p.first\*(j-i+1))>=area){

area = p.first\*(j-i+1);

row1 = i; row2 = j;

col1 = p.second-p.first+1; col2 = p.second;

}

}

}

//cout<<area<<" "<<row1<<" "<<col1<<" "<<row2<<" "<<col2<<endl;

vector<vector<int>> res;

if(area>0){

for(int i=row1;i<=row2;i++){

vector<int> temp;

for(int j=col1;j<=col2;j++){

temp.push\_back(a[i][j]);

}

res.push\_back(temp);

}

}

return res;

}

};

# 434. Largest area rectangular sub-matrix with equal number of 1’s and 0’s [ IMP ]

Given a matrix **mat**[][] of size **N** x **M.**The task is to find the largest rectangular sub-matrix whose sum is 0.

**Example 1:**

**Input:** N = 3, M = 3

mat[][] = 1, 2, 3

-3,-2,-1

1, 7, 5

**Output:** 1, 2, 3

-3,-2,-1

**Explanation:** This is the largest sub-matrix,

whose sum is 0.

**Example 2:**

**Input:** N = 4, M = 4

mat[][] = 9, 7, 16, 5

1,-6,-7, 3

1, 8, 7, 9

7, -2, 0, 10

**Output:** -6,-7

8, 7

-2, 0

**Your Task:**  
You don't need to read input or print anything. You just have to complete the function **sumZeroMatrix()** which takes a 2D matrix **mat**[][], its dimensions **N** and **M** as inputs and returns a largest sub-matrix, whose sum is 0.

**Expected Time Complexity**: O(N\*N\*M).  
**Expected Auxiliary Space**: O(N\*M).

**Constraints**:  
1 <= N, M <= 100  
-1000 <= mat[][] <= 1000

## Solution:

The **naive solution** for this problem is to check every possible rectangle in given 2D array by counting the total number of 1’s and 0’s in that rectangle. This solution requires 4 nested loops and time complexity of this solution would be O(n^4). An **efficient solution** is based on [Largest rectangular sub-matrix whose sum is 0](https://www.geeksforgeeks.org/largest-rectangular-sub-matrix-whose-sum-0/) which reduces the time complexity to O(n^3). First of all consider every ‘0’ in the matrix as ‘-1’. Now, the idea is to reduce the problem to 1-D array. We fix the left and right columns one by one and find the largest sub-array with 0 sum contiguous rows for every left and right column pair. We basically find top and bottom row numbers (which have sum zero) for every fixed left and right column pair. To find the top and bottom row numbers, calculate sum of elements in every row from left to right and store these sums in an array say temp[]. So temp[i] indicates sum of elements from left to right in row i. If we find largest subarray with 0 sum in temp[], we can get the index positions of rectangular sub-matrix with sum equal to 0 (i.e. having equal number of 1’s and 0’s). With this process we can find the largest area rectangular sub-matrix with sum equal to 0 (i.e. having equal number of 1’s and 0’s). We can use Hashing technique to find maximum length sub-array with sum equal to 0 in 1-D array in O(n) time.

// C++ implementation to find largest area rectangular

// submatrix with equal number of 1's and 0's

#include <bits/stdc++.h>

using namespace std;

#define MAX\_ROW 10

#define MAX\_COL 10

// This function basically finds largest 0

// sum subarray in arr[0..n-1]. If 0 sum

// does't exist, then it returns false. Else

// it returns true and sets starting and

// ending indexes as start and end.

bool subArrWithSumZero(int arr[], int &start,

int &end, int n)

{

// to store cumulative sum

int sum[n];

// Initialize all elements of sum[] to 0

memset(sum, 0, sizeof(sum));

// map to store the indexes of sum

unordered\_map<int, int> um;

// build up the cumulative sum[] array

sum[0] = arr[0];

for (int i=1; i<n; i++)

sum[i] = sum[i-1] + arr[i];

// to store the maximum length subarray

// with sum equal to 0

int maxLen = 0;

// traverse to the sum[] array

for (int i=0; i<n; i++)

{

// if true, then there is a subarray

// with sum equal to 0 from the

// beginning up to index 'i'

if (sum[i] == 0)

{

// update the required variables

start = 0;

end = i;

maxLen = (i+1);

}

// else if true, then sum[i] has not

// seen before in 'um'

else if (um.find(sum[i]) == um.end())

um[sum[i]] = i;

// sum[i] has been seen before in the

// unordered\_map 'um'

else

{

// if previous subarray length is smaller

// than the current subarray length, then

// update the required variables

if (maxLen < (i-um[sum[i]]))

{

maxLen = (i-um[sum[i]]);

start = um[sum[i]] + 1;

end = i;

}

}

}

// if true, then there is no

// subarray with sum equal to 0

if (maxLen == 0)

return false;

// else return true

return true;

}

// function to find largest area rectangular

// submatrix with equal number of 1's and 0's

void maxAreaRectWithSumZero(int mat[MAX\_ROW][MAX\_COL],

int row, int col)

{

// to store intermediate values

int temp[row], startRow, endRow;

// to store the final outputs

int finalLeft, finalRight, finalTop, finalBottom;

finalLeft = finalRight = finalTop = finalBottom = -1;

int maxArea = 0;

// Set the left column

for (int left = 0; left < col; left++)

{

// Initialize all elements of temp as 0

memset(temp, 0, sizeof(temp));

// Set the right column for the left column

// set by outer loop

for (int right = left; right < col; right++)

{

// Calculate sum between current left

// and right for every row 'i'

// consider value '1' as '1' and

// value '0' as '-1'

for (int i=0; i<row; i++)

temp[i] += mat[i][right] ? 1 : -1;

// Find largest subarray with 0 sum in

// temp[]. The subArrWithSumZero() function

// also sets values of finalTop, finalBottom,

// finalLeft and finalRight if there exists

// a subarray with sum 0 in temp

if (subArrWithSumZero(temp, startRow, endRow, row))

{

int area = (right - left + 1) \*

(endRow - startRow + 1);

// Compare current 'area' with previous area

// and accordingly update final values

if (maxArea < area)

{

finalTop = startRow;

finalBottom = endRow;

finalLeft = left;

finalRight = right;

maxArea = area;

}

}

}

}

// if true then there is no rectangular submatrix

// with equal number of 1's and 0's

if (maxArea == 0)

cout << "No such rectangular submatrix exists:";

// displaying the top left and bottom right boundaries

// with the area of the rectangular submatrix

else

{

cout << "(Top, Left): "

<< "(" << finalTop << ", " << finalLeft

<< ")" << endl;

cout << "(Bottom, Right): "

<< "(" << finalBottom << ", " << finalRight

<< ")" << endl;

cout << "Area: " << maxArea << " sq.units";

}

}

// Driver program to test above

int main()

{

int mat[MAX\_ROW][MAX\_COL] = { {0, 0, 1, 1},

{0, 1, 1, 0},

{1, 1, 1, 0},

{1, 0, 0, 1} };

int row = 4, col = 4;

maxAreaRectWithSumZero(mat, row, col);

return 0;

}

Output:

(Top, Left): (0, 0)

(Bottom, Right): (3, 1)

Area: 8 sq.units

Time Complexity: O(n3)

Auxiliary Space: O(n)

# 435. Maximum sum rectangle in a 2D matrix

Given a 2D matrix M of dimensions RxC. Find the maximum sum submatrix in it.

**Example 1:**

**Input:**

R=4

C=5

M=[[1,2,-1,-4,-20],

[-8,-3,4,2,1],

[3,8,10,1,3],

[-4,-1,1,7,-6]]

**Output:**

29

**Explanation:**

The matrix is as follows and the

blue rectangle denotes the maximum sum

rectangle.
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**Example 2:**

**Input:**

R=2

C=2

M=[[-1,-2],[-3,-4]]

**Output:**

-1

**Explanation:**

Taking only the first cell is the

optimal choice.

**Your Task:**  
You don't need to read input or print anything. Your task is to complete the function **maximumSumRectangle()** which takes the number R, C, and the 2D matrix M as input parameters and returns the maximum sum submatrix.

**Expected Time Complexity:**O(R\*R\*C)  
**Expected Auxillary Space:**O(R\*C)

**Constraints:**  
1<=R,C<=500  
-1000<=M[i][j]<=1000

## Solution:

class Solution {

public:

//Kadane's algorithm

int fun(vector<int> temp, int n){

int sum=0, res = INT\_MIN;

for(int i=0;i<n;i++){

sum += temp[i];

res = max(sum, res);

if(sum<0)

sum = 0;

}

return res;

}

int maximumSumRectangle(int R, int C, vector<vector<int>> M) {

// code

int max = INT\_MIN;

for(int i=0;i<R;i++){

vector<int> temp(C, 0);

for(int j=i;j<R;j++){

for(int k=0;k<C;k++)

temp[k] += M[j][k];

int val = fun(temp, C);

if(val>max)

max = val;

}

}

return max;

}

};

**Time Complexity:**O(R\*R\*C)

# 436. Maximum profit by buying and selling a share at most k times

In the stock market, a person buys a stock and sells it on some future date. Given the stock prices of **N**days in an array **A[ ]** and a positive integer **K**, find out the maximum profit a person can make in at-most **K**transactions. A transaction is equivalent to (buying + selling) of a stock and new transaction can start only when the previous transaction has been completed.

**Example 1:**

**Input:** K = 2, N = 6

A = {10, 22, 5, 75, 65, 80}

**Output:** 87

**Explaination:**

1st transaction: buy at 10 and sell at 22.

2nd transaction : buy at 5 and sell at 80.

**Example 2:**

**Input:** K = 3, N = 4

A = {20, 580, 420, 900}

**Output:** 1040

**Explaination:** The trader can make at most 2

transactions and giving him a profit of 1040.

**Example 3:**

**Input:** K = 1, N = 5

A = {100, 90, 80, 50, 25}

**Output:** 0

**Explaination:** Selling price is decreasing

daily. So seller cannot have profit.

**Your Task:**  
You do not need to read input or print anything. Your task is to complete the function **maxProfit()**which takes the values K, N and the array A[] as input parameters and returns the maximum profit.

**Expected Time Complexity:** O(N\*K)  
**Expected Auxiliary Space:** O(N\*K)

**Constraints:**  
1 ≤ N ≤ 500  
1 ≤ K ≤ 200  
1 ≤ A[ i ] ≤ 1000

## Solution:

In this post, we are only allowed to make at max k transactions. The problem can be solved by using dynamic programming.   
Let **profit[t][i]** represent maximum profit using at most t transactions up to day i (including day i). Then the relation is:  
profit[t][i] = max(profit[t][i-1], max(price[i] – price[j] + profit[t-1][j]))   
          for all j in range [0, i-1]   
profit[t][i] will be maximum of –

1. profit[t][i-1] which represents not doing any transaction on the ith day.
2. Maximum profit gained by selling on ith day. In order to sell shares on ith day, we need to purchase it on any one of [0, i – 1] days. If we buy shares on jth day and sell it on ith day, max profit will be price[i] – price[j] + profit[t-1][j] where j varies from 0 to i-1. Here profit[t-1][j] is best we could have done with one less transaction till jth day.

Below is Dynamic Programming based implementation.

// C++ program to find out maximum profit by

// buying and selling a share atmost k times

// given stock price of n days

#include <climits>

#include <iostream>

using namespace std;

// Function to find out maximum profit by buying

// & selling a share atmost k times given stock

// price of n days

int maxProfit(int price[], int n, int k)

{

// table to store results of subproblems

// profit[t][i] stores maximum profit using

// atmost t transactions up to day i (including

// day i)

int profit[k + 1][n + 1];

// For day 0, you can't earn money

// irrespective of how many times you trade

for (int i = 0; i <= k; i++)

profit[i][0] = 0;

// profit is 0 if we don't do any transaction

// (i.e. k =0)

for (int j = 0; j <= n; j++)

profit[0][j] = 0;

// fill the table in bottom-up fashion

for (int i = 1; i <= k; i++) {

for (int j = 1; j < n; j++) {

int max\_so\_far = INT\_MIN;

for (int m = 0; m < j; m++)

max\_so\_far = max(max\_so\_far,

price[j] - price[m] + profit[i - 1][m]);

profit[i][j] = max(profit[i][j - 1], max\_so\_far);

}

}

return profit[k][n - 1];

}

// Driver code

int main()

{

int k = 2;

int price[] = { 10, 22, 5, 75, 65, 80 };

int n = sizeof(price) / sizeof(price[0]);

cout << "Maximum profit is: "

<< maxProfit(price, n, k);

return 0;

}

**Output :**

Maximum profit is: 87

**Optimized Solution:**   
The above solution has time complexity of O(k.n2). It can be reduced if we are able to calculate the maximum profit gained by selling shares on the ith day in constant time.  
profit[t][i] = max(profit [t][i-1], max(price[i] – price[j] + profit[t-1][j]))   
                            for all j in range [0, i-1]  
If we carefully notice,   
max(price[i] – price[j] + profit[t-1][j])   
for all j in range [0, i-1]  
can be rewritten as,   
= price[i] + max(profit[t-1][j] – price[j])   
for all j in range [0, i-1]   
= price[i] + max(prevDiff, profit[t-1][i-1] – price[i-1])   
where prevDiff is max(profit[t-1][j] – price[j])   
for all j in range [0, i-2]  
So, if we have already calculated max(profit[t-1][j] – price[j]) for all j in range [0, i-2], we can calculate it for j = i – 1 in constant time. In other words, we don’t have to look back in the range [0, i-1] anymore to find out best day to buy. We can determine that in constant time using below revised relation.  
profit[t][i] = max(profit[t][i-1], price[i] + max(prevDiff, profit [t-1][i-1] – price[i-1])   
where prevDiff is max(profit[t-1][j] – price[j]) for all j in range [0, i-2]  
Below is its optimized implementation –

// C++ program to find out maximum profit by buying

// and/ selling a share atmost k times given stock

// price of n days

#include <climits>

#include <iostream>

using namespace std;

// Function to find out maximum profit by buying &

// selling/ a share atmost k times given stock price

// of n days

int maxProfit(int price[], int n, int k)

{

// table to store results of subproblems

// profit[t][i] stores maximum profit using atmost

// t transactions up to day i (including day i)

int profit[k + 1][n + 1];

// For day 0, you can't earn money

// irrespective of how many times you trade

for (int i = 0; i <= k; i++)

profit[i][0] = 0;

// profit is 0 if we don't do any transaction

// (i.e. k =0)

for (int j = 0; j <= n; j++)

profit[0][j] = 0;

// fill the table in bottom-up fashion

for (int i = 1; i <= k; i++) {

int prevDiff = INT\_MIN;

for (int j = 1; j < n; j++) {

prevDiff = max(prevDiff,

profit[i - 1][j - 1] - price[j - 1]);

profit[i][j] = max(profit[i][j - 1],

price[j] + prevDiff);

}

}

return profit[k][n - 1];

}

// Driver Code

int main()

{

int k = 3;

int price[] = { 12, 14, 17, 10, 14, 13, 12, 15 };

int n = sizeof(price) / sizeof(price[0]);

cout << "Maximum profit is: "

<< maxProfit(price, n, k);

return 0;

}

Output :

Maximum profit is: 12

# 437. Find if a string is interleaved of two other strings

Given strings **A**, **B**, and **C**, find whether **C** is formed by an interleaving of **A** and **B**.

An interleaving of two strings S and T is a configuration such that it creates a new string Y from the concatenation substrings of A and B and |Y| = |A + B| = |C|

For example:

A = "XYZ"

B = "ABC"

so we can make multiple interleaving string Y like, XYZABC, XAYBCZ, AXBYZC, XYAZBC and many more so here your task is to check whether you can create a string Y which can be equal to C.

Specifically, you just need to create substrings of string A and create substrings B and concatenate them and check whether it is equal to C or not.

Note: **a + b** is the concatenation of strings a and b.

Return **true** if **C** is formed by an interleaving of **A** and **B**, else return **false.**

**Example 1:**

**Input:**

A = YX, B = X, C = XXY

**Output:** 0

**Explanation:** XXY is not interleaving

of YX and X

**Example 2:**

**Input:**

A = XY, B = X, C = XXY

**Output:** 1

**Explanation:** XXY is interleaving of

XY and X.

**Your Task:**  
Complete the function **isInterleave()**which takes three strings A, B and C as input and returns true if C is an interleaving of A and B else returns false. (1 is printed by the driver code if the returned value is true, otherwise 0.)

**Expected Time Complexity:** O(N \* M)  
**Expected Auxiliary Space:** O(N \* M)  
here, N = length of A, and M = length of B

**Constraints:**  
1 ≤ length of A, B ≤ 100  
1 ≤ length of C ≤ 200

## Solution:

**Method 1:** Recursion.   
**Approach:** A simple solution is discussed here: [Check whether a given string is an interleaving of two other given string](https://www.geeksforgeeks.org/check-whether-a-given-string-is-an-interleaving-of-two-other-given-strings/).   
The simple solution doesn’t work if the strings A and B have some common characters. For example, let the given string be A and the other strings be B and C. Let A = “XXY”, string B = “XXZ” and string C = “XXZXXXY”. Create a recursive function that takes parameters A, B, and C. To handle all cases, two possibilities need to be considered.

1. If the first character of C matches the first character of A, we move one character ahead in A and C and recursively check.
2. If the first character of C matches the first character of B, we move one character ahead in B and C and recursively check.

If any of the above function returns true or A, B and C are empty then return true else return false.

// A simple recursive function to check

// whether C is an interleaving of A and B

bool isInterleaved(

char\* A, char\* B, char\* C)

{

// Base Case: If all strings are empty

if (!(\*A || \*B || \*C))

return true;

// If C is empty and any of the

// two strings is not empty

if (\*C == '\0')

return false;

// If any of the above mentioned

// two possibilities is true,

// then return true, otherwise false

return ((\*C == \*A) && isInterleaved(

A + 1, B, C + 1))

|| ((\*C == \*B) && isInterleaved(

A, B + 1, C + 1));

}

**Complexity Analysis:**

* **Time Complexity:**O(2^n), where n is the length of the given string.   
  We need to iterate the whole string only once hence this is possible in O(n).
* **Space Complexity:**O(1).   
  The space complexity is constant.

**Method 2:**Dynamic Programming.   
**Approach:** The above recursive solution certainly has many overlapping sub-problems. For example, if we consider A = “XXX”, B = “XXX” and C = “XXXXXX” and draw a recursion tree, there will be many overlapping subproblems. Therefore, like any other typical [Dynamic Programming problems](https://www.geeksforgeeks.org/tag/dynamic-programming/), we can solve it by creating a table and store results of sub-problems in a **bottom-up manner**. The top-down approach of the above solution can be modified by adding a Hash Map.

**Algorithm:**

1. Create a DP array (matrix) of size M\*N, where m is the size of the first string and n is the size of the second string. Initialize the matrix to false.
2. If the sum of sizes of smaller strings is not equal to the size of the larger string then return false and break the array as they cant be the interleaved to form the larger string.
3. Run a nested loop the outer loop from 0 to m and the inner loop from 0 to n. Loop counters are i and j.
4. If the values of i and j are both zeroes then mark dp[i][j] as true. If the value of i is zero and j is non zero and the j-1 character of B is equal to j-1 character of C the assign dp[i][j] as dp[i][j-1] and similarly if j is 0 then match i-1 th character of C and A and if it matches then assign dp[i][j] as dp[i-1][j].
5. Take three characters x, y, z as (i-1)th character of A and (j-1)th character of B and (i + j – 1)th character of C.
6. if x matches with z and y does not match with z then assign dp[i][j] as dp[i-1][j] similarly if x is not equal to z and y is equal to z then assign dp[i][j] as dp[i][j-1]
7. if x is equal to y and y is equal to z then assign dp[i][j] as bitwise OR of dp[i][j-1] and dp[i-1][j].
8. return value of dp[m][n].

// A Dynamic Programming based program

// to check whether a string C is

// an interleaving of two other

// strings A and B.

#include <iostream>

#include <string.h>

using namespace std;

// The main function that

// returns true if C is

// an interleaving of A

// and B, otherwise false.

bool isInterleaved(

char\* A, char\* B, char\* C)

{

// Find lengths of the two strings

int M = strlen(A), N = strlen(B);

// Let us create a 2D table

// to store solutions of

// subproblems. C[i][j] will

// be true if C[0..i+j-1]

// is an interleaving of

// A[0..i-1] and B[0..j-1].

bool IL[M + 1][N + 1];

// Initialize all values as false.

memset(IL, 0, sizeof(IL));

// C can be an interleaving of

// A and B only of the sum

// of lengths of A & B is equal

// to the length of C.

if ((M + N) != strlen(C))

return false;

// Process all characters of A and B

for (int i = 0; i <= M; ++i) {

for (int j = 0; j <= N; ++j) {

// two empty strings have an

// empty string as interleaving

if (i == 0 && j == 0)

IL[i][j] = true;

// A is empty

else if (i == 0) {

if (B[j - 1] == C[j - 1])

IL[i][j] = IL[i][j - 1];

}

// B is empty

else if (j == 0) {

if (A[i - 1] == C[i - 1])

IL[i][j] = IL[i - 1][j];

}

// Current character of C matches

// with current character of A,

// but doesn't match with current

// character of B

else if (

A[i - 1] == C[i + j - 1]

&& B[j - 1] != C[i + j - 1])

IL[i][j] = IL[i - 1][j];

// Current character of C matches

// with current character of B,

// but doesn't match with current

// character of A

else if (

A[i - 1] != C[i + j - 1]

&& B[j - 1] == C[i + j - 1])

IL[i][j] = IL[i][j - 1];

// Current character of C matches

// with that of both A and B

else if (

A[i - 1] == C[i + j - 1]

&& B[j - 1] == C[i + j - 1])

IL[i][j]

= (IL[i - 1][j]

|| IL[i][j - 1]);

}

}

return IL[M][N];

}

// A function to run test cases

void test(char\* A, char\* B, char\* C)

{

if (isInterleaved(A, B, C))

cout << C << " is interleaved of "

<< A << " and " << B << endl;

else

cout << C << " is not interleaved of "

<< A << " and " << B << endl;

}

// Driver program to test above functions

int main()

{

test("XXY", "XXZ", "XXZXXXY");

test("XY", "WZ", "WZXY");

test("XY", "X", "XXY");

test("YX", "X", "XXY");

test("XXY", "XXZ", "XXXXZY");

return 0;

}

**Output:**

XXZXXXY is not interleaved of XXY and XXZ

WZXY is interleaved of XY and WZ

XXY is interleaved of XY and X

XXY is not interleaved of YX and X

XXXXZY is interleaved of XXY and XXZ

**Complexity Analysis:**

* **Time Complexity:**O(M\*N).   
  Since a traversal of DP array is needed, so the time complexity is O(M\*N).
* **Space Complexity:**O(M\*N).   
  This is the space required to store the DP array.

https://youtu.be/WBXy-sztEwI   
Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

**Method 3:** Dynamic Programming(Memoization)

**Approach:**We can make a matrix where rows and columns represent the characters of the string A and B. If C is the interleaved string of A and B then there exist a path from top left of the Matrix to bottom right. That is if we can go from index 0,0 to n,m while matching characters of all A and B with C then C is interleaved of A and B.

Let A be “XXY”, B be “XXZ” and C be “XXZXXY” then the path would look something like this:

|  | X | X | Y |  |
| --- | --- | --- | --- | --- |
| X | 1 | 0 | 0 | 0 |
| X | 1 | 0 | 0 | 0 |
| Z | 1 | 0 | 0 | 0 |
|  | 1 | 1 | 1 | R |

let us consider one more example, let A be “ABC”, B be “DEF” and C be “ADBECF”, then path would look something like this:

|  | D | E | F |  |
| --- | --- | --- | --- | --- |
| A | 1 | 0 | 0 | 0 |
| B | 1 | 1 | 0 | 0 |
| C | 0 | 1 | 1 | 0 |
|  | 0 | 0 | 1 | R |

If there exist a path through which we can reach R, then C is the interleaved strings of A and B.

**Algorithm:**

1. We will first create a matrix dp to store the path since one path can be explore multiple time, the Matrix index dp[i][j] will store if there exist a path from this index or not.

2. If we are at i’th index of A and j’th index of B and C[i+j] matches both A[i] and B[j] then we explore both the paths that is we will go right and down i.e. we will explore index i+1,j and j+1,i.

3. If C[i+j] only matches with A[i] or B[j] then we will go just down or right respectively that is i+1,j or i,j+1.

// A Memoization program

// to check whether a string C is

// an interleaving of two other

// strings A and B.

#include <iostream>

#include <string.h>

using namespace std;

// Declare n,m for storing the size of the strings.

int n, m;

// Declare dp array

int dp[101][101];

// declaration of dfs function.

bool dfs(int i, int j, string &A, string &B, string &C);

// The main function that

// returns true if C is

// an interleaving of A

// and B, otherwise false.

bool isInterleave(string A, string B, string C)

{

// Strong the length in n,m

n = A.length(), m = B.length();

// C can be an interleaving of

// A and B only of the sum

// of lengths of A & B is equal

// to the length of C.

if ((n + m) != C.length())

return 0;

// initializing dp array with -1

for (int i = 0; i <= n; i++)

for (int j = 0; j <= m; j++)

dp[i][j] = -1;

// calling and returning the answer

return dfs(0, 0, A, B, C);

}

// This function checks if there exist a valid path from 0,0 to n,m

bool dfs(int i, int j, string &A, string &B, string &C)

{

// If path has already been calculated from this index

// then return calculated value.

if (dp[i][j] != -1)

return dp[i][j];

// If we reach the destination return 1

if (i == n && j == m)

return 1;

// If C[i+j] matches with both A[i] and B[j]

// we explore both the paths

if (i < n && A[i] == C[i + j] && j < m && B[j] == C[i + j])

{

// go down and store the calculated value in x

// and go right and store the calculated value in y.

int x = dfs(i + 1, j, A, B, C), y = dfs(i, j + 1, A, B, C);

// return the best of both.

return dp[i][j] = x | y;

}

// If C[i+j] matches with A[i].

if (i < n && A[i] == C[i + j])

{

// go down

int x = dfs(i + 1, j, A, B, C);

// Return the calculated value.

return dp[i][j] = x;

}

// If C[i+j] matches with B[j].

if (j < m && B[j] == C[i + j])

{

int y = dfs(i, j + 1, A, B, C);

// Return the calculated value.

return dp[i][j] = y;

}

// if nothing matches we return 0

return dp[i][j] = 0;

}

// A function to run test cases

void test(string A, string B, string C)

{

if (isInterleave(A, B, C))

cout << C << " is interleaved of "

<< A << " and " << B << endl;

else

cout << C << " is not interleaved of "

<< A << " and " << B << endl;

}

// Driver program to test above functions

int main()

{

test("XXY", "XXZ", "XXZXXXY");

test("XY", "WZ", "WZXY");

test("XY", "X", "XXY");

test("YX", "X", "XXY");

test("XXY", "XXZ", "XXXXZY");

test("ACA", "DAS", "DAACSA");

return 0;

}

**Output**

XXZXXXY is not interleaved of XXY and XXZ

WZXY is interleaved of XY and WZ

XXY is interleaved of XY and X

XXY is not interleaved of YX and X

XXXXZY is interleaved of XXY and XXZ

DAACSA is interleaved of ACA and DAS

**Complexity Analysis:**

Time Complexity:  **O(m\*n).**

This is the worst case time complexity, if the given strings contain no common character matching with C then time complexity will be O(n+m).  
Space Complexity: **O(m\*n).**

This is the space required to store the DP array.

# 438. Maximum Length of Pair Chain

You are given an array of n pairs pairs where pairs[i] = [lefti, righti] and lefti < righti.

A pair p2 = [c, d] **follows** a pair p1 = [a, b] if b < c. A **chain** of pairs can be formed in this fashion.

Return *the length longest chain which can be formed*.

You do not need to use up all the given intervals. You can select pairs in any order.

**Example 1:**

**Input:** pairs = [[1,2],[2,3],[3,4]]

**Output:** 2

**Explanation:** The longest chain is [1,2] -> [3,4].

**Example 2:**

**Input:** pairs = [[1,2],[7,8],[4,5]]

**Output:** 3

**Explanation:** The longest chain is [1,2] -> [4,5] -> [7,8].

**Constraints:**

* n == pairs.length
* 1 <= n <= 1000
* -1000 <= lefti < righti <= 1000

## Solution:

#### Approach #1: Dynamic Programming [Accepted]

**Intuition**

If a chain of length k ends at some pairs[i], and pairs[i][1] < pairs[j][0], we can extend this chain to a chain of length k+1.

**Algorithm**

Sort the pairs by first coordinate, and let dp[i] be the length of the longest chain ending at pairs[i]. When i < j and pairs[i][1] < pairs[j][0], we can extend the chain, and so we have the candidate answer dp[j] = max(dp[j], dp[i] + 1).

class Solution {

public int findLongestChain(int[][] pairs) {

Arrays.sort(pairs, (a, b) -> a[0] - b[0]);

int N = pairs.length;

int[] dp = new int[N];

Arrays.fill(dp, 1);

for (int j = 1; j < N; ++j) {

for (int i = 0; i < j; ++i) {

if (pairs[i][1] < pairs[j][0])

dp[j] = Math.max(dp[j], dp[i] + 1);

}

}

int ans = 0;

for (int x: dp) if (x > ans) ans = x;

return ans;

}

}

**Complexity Analysis**

* Time Complexity: O(N^2)*O*(*N*2) where N*N* is the length of pairs. There are two for loops, and N^2*N*2 dominates the sorting step.
* Space Complexity: O(N)*O*(*N*) for sorting and to store dp.

#### Approach #2: Greedy [Accepted]

**Intuition**

We can greedily add to our chain. Choosing the next addition to be the one with the lowest second coordinate is at least better than a choice with a larger second coordinate.

**Algorithm**

Consider the pairs in increasing order of their second coordinate. We'll try to add them to our chain. If we can, by the above argument we know that it is correct to do so.

class Solution {

public int findLongestChain(int[][] pairs) {

Arrays.sort(pairs, (a, b) -> a[1] - b[1]);

int cur = Integer.MIN\_VALUE, ans = 0;

for (int[] pair: pairs) if (cur < pair[0]) {

cur = pair[1];

ans++;

}

return ans;

}

}

**Complexity Analysis**

* Time Complexity: O(N \log N)*O*(*N*log*N*) where N*N* is the length of S. The complexity comes from the sorting step, but the rest of the solution does linear work.
* Space Complexity: O(N)*O*(*N*). The additional space complexity of storing cur and ans, but sorting uses O(N)*O*(*N*) space. Depending on the implementation of the language used, sorting can sometimes use less space.